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Graph of the workflow to be configured
Graph Algorithm

- Workflows can be represented by directed graphs
- Graph $G = (V, E)$ consisting of a finite set of vertices $V$ and a set of edges $E$ with $E \subseteq V \times V$
- Topological sort
- Tarjan’s algorithm
- Linear running time $O(|V| + |E|)$

1. A datastructure for a directed graph is created
2. All root elements are filtered as starting point for Task 3
3. All root elements are added to a list as long as a root element exists

Graph Algorithm

V = a, b, c, d, e, f
E = (a,b), (c,d), (a,e), (b,f), (d, e), (e,f)

Topological sort
1. Sorted list (a, c), root = b, d
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3. Sorted list (a, c, b, d, e), root = f
4. Sorted list (a, c, b, d, e, f)
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E = (a, b), (c, d),...
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Calculating coordinates
Graph Algorithm

Avoid intersections at same vertex

\[
\text{area}(a, b, c) := \begin{vmatrix}
  a_x & a_y & 1 \\
  b_x & b_y & 1 \\
  c_x & c_y & 1
\end{vmatrix} = (c_y - a_y)(b_x - a_x) - (b_y - a_y)(c_x - a_x)
\]

\[
\text{area}(a, b, c) \begin{cases} 
  < 0 & \text{if } a, b, c \text{ in clockwise angle} \\
  = 0 & \text{if } a, b, c \text{ collinear} \\
  > 0 & \text{if } a, b, c \text{ in counter clockwise angle}
\end{cases}
\]

a, b, c, d intersect if
ccw(a, c, d) ≠ ccw(b, c, d) and
ccw(a, b, c) ≠ ccw(a, b, d)
Graph Algorithm

Avoid intersections at the same vertex

\[
\text{area}(a, b, c) := \begin{vmatrix} a_x & a_y & 1 \\ b_x & b_y & 1 \\ c_x & c_y & 1 \end{vmatrix} \\
\begin{cases} < 0 & \text{if } a, b, c \text{ are counterclockwise} \\ = 0 & \text{if } a, b, c \text{ are collinear} \\ > 0 & \text{if } a, b, c \text{ are clockwise} \end{cases}
\]
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